**No except-**

C++11 includes another concept based keyword ***noexcept*.** This keyword can be used for specifying that any function cannot throw — or is not ready to throw.

Here is a code snippet:

Ex-1 void test() noexcept;

|  |  |  |
| --- | --- | --- |
| **noexcept(** *expression* **)** |  |  |
|  | | | |

Returns a [prvalue](https://en.cppreference.com/w/cpp/language/value_category) of type bool.

This declares that test() won't be able to throw. If the exception is not deal with locally inside test() — and when test() method throws — the program will get terminated, calling std:: terminate() method that by default calls the std:: abort().

No except focuses on a lot of issues (empty) exception a specification is having

Runtime checking: Exceptions in terms of C++ get checked at runtime rather than at compile time, and hence they offer no programmer guarantees whether all exceptions got to be handled or not. The runtime failure mode (which internally calls std:: unexpected()) does not lend itself to recovery.

Runtime overhead: Checking at runtime needs the compiler producing additional code which may also hamper optimizations.

Unfeasible in generic code: Contained by any generic code, it is not usually possible to know what types of exceptions will get thrown on template arguments and hence an exact exception specification can't be written.
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**Null ptr-**

Understanding nullptr in C++

Consider the following C++ program that shows problem with NULL (need of nullptr)

|  |
| --- |
| // C++ program to demonstrate problem with NULL  #include <bits/stdc++.h>  using namespace std;  function with integer argument  int fun(int N)   { cout << "fun(int)"; }  // Overloaded function with char pointer argument  int fun(char\* s)  { cout << "fun(char \*)"; }  int main()  {  // Ideally, it should have called fun(char \*),  // but it causes compiler error.  fun(NULL);  } |

***chevron\_right***

***filter\_none***

**Output:**

16:13: error: call of overloaded ‘fun (NULL)' is ambiguous

fun(NULL);

What is the problem with above program?

NULL is typically defined as (void \*)0 and conversion of NULL to integral types is allowed. So the function call fun(NULL) becomes ambiguous.

How does nullptr solve the problem?  
In the above program, if we replace NULL with nullptr, we get the output as “fun(char \*)”.

nullptr is a keyword that can be used at all places where NULL is expected. Like NULL, nullptr is implicitly convertible and comparable to any pointer type. Unlike NULL, it is not implicitly convertible or comparable to integral types.

|  |
| --- |
| // This program does NOT compile  #include<stdio.h>  int main()  {  int x = nullptr;  } |

Output:

Compiler Error

As a side note, nullptr is convertible to bool.

|  |
| --- |
| // This program compiles  #include<iostream>  using namespace std;  int main()  {  int \*ptr = nullptr;  // Below line compiles  if (ptr) { cout << "true"; }  else { cout << "false"; }  } |

Output:

false

There are some unspecified things when we compare two simple pointers but comparison between two values of type nullptr\_t is specified as, comparison by <= and >= return true and comparison by < and > returns false and comparing any pointer type with nullptr by == and != returns true or false if it is null or non-null respectively.

**MOVE-**

* **Move constructors.**

A move constructor looks like this:

C::C(C&& other); //C++11 move constructor

It doesn't allocate new resources. Instead, it prefers other’s resources and then sets other to its default-constructed state.

Ex-1 MemoryPage(MemoryPage&& other): size(0), buf(nullptr)

{

// pilfer other's resource

size=other.size;

buf=other.buf;

// reset other

other.size=0;

other.buf=nullptr;

}
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Ex-3

// Move constructor.

MemoryBlock(MemoryBlock&& other)

: \_data(nullptr)

, \_length(0)

{

std::cout << "In MemoryBlock(MemoryBlock&&). length = "

<< other.\_length << ". Moving resource." << std::endl;

// Copy the data pointer and its length from the

// source object.

\_data = other.\_data;

\_length = other.\_length;

// Release the data pointer from the source object so that

// the destructor does not free the memory multiple times.

other.\_data = nullptr;

other.\_length = 0;

}

// Move assignment operator.

MemoryBlock& operator=(MemoryBlock&& other)

{

std::cout << "In operator=(MemoryBlock&&). length = "

<< other.\_length << "." << std::endl;

if (this != &other)

{

// Free the existing resource.

delete[] \_data;

// Copy the data pointer and its length from the

// source object.

\_data = other.\_data;

\_length = other.\_length;

// Release the data pointer from the source object so that

// the destructor does not free the memory multiple times.

other.\_data = nullptr;

other.\_length = 0;

}

return \*this;

}

The move constructor is much faster than a copy constructor because it doesn't allocate memory nor does it copy memory buffers.

* **Move assignment operators.**

A move assignment operator has the following signature: C& C::operator=(C&& other); .A move assignment operator is similar to a copy constructor except that before pilfering the source object, it releases any resources that its object may own. The move assignment operator performs four logical steps:

Release any resources that \*this currently owns. Pilfer other's resource.Set other to a default state.

Return \*this.

Here's a definition of MemoryPage's move assignment operator:

//C++11

Ex-1 MemoryPage& MemoryPage::operator=(MemoryPage&& other)

{

if (this!=&other)

{

// release the current object's resources

delete[] buf;

size=0;

// pilfer other's resource

size=other.size;

buf=other.buf;

// reset other

other.size=0;

other.buf=nullptr;

}

return \*this;

}

Ex-2

[![c10](data:image/png;base64,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)](http://www.javadepend.com/Blog/wp-content/uploads/c10.png)

**Socket Programming in C/C++**

**What is socket programming?**

Socket programming is a way of connecting two nodes on a network to communicate with each other. One socket (node) listens on a particular port at an IP, while other socket reaches out to the other to form a connection. Server forms the listener socket while client reaches out to the server

**Situation Socket is required**

Suppose that you are a socket programmer who works for an application development company that specializes in socket applications for the i5/OS™. Operating system. To keep ahead of its competitors, your company has decided to develop a suite of applications that use the AF\_INET6 address family, which accept connections from IPv4 and IPv6. You want to create an application that processes requests from both IPv4 and IPv6 nodes. You know that the i5/OS operating system supports the AF\_INET6 address family sockets, which provides interoperability with AF\_INET address family sockets. You also know that you can accomplish this by using an IPv4-mapped IPv6 address format.

**What are the advantages of socket programming?**

ADVANTAGE: Socket programming usually pertains to the basic communication protocols like TCP/UDP and raw sockets like ICMP. These protocols have a small communication overhead when compared to underlying protocols such as HTTP/DHCP/SMTP etc.

**Scenario objectives**

This scenario has the following objectives and goals:

1-Create a server application that accepts and processes requests from IPv6 and IPv4 clients

2-Create a client application that requests data from an IPv4 or IPv6 server application

**Prerequisite steps**

Before developing your application that meets these objectives, complete the following tasks:

1. Install QSYSINC library. This library provides necessary header files that are needed when compiling socket applications.
2. Install the ILE C licensed program (5761-WDS option 51).
3. Install and configure an Ethernet card. For information about Ethernet options, see the Ethernet topic in the information center.
4. Set up TCP/IP and IPv6 network. Refer to the information about configuring TCP/IP and configuring IPv6.

## **Scenario details**

For the IPv6 network, for which you create applications to handle, requests from IPv6 and IPv4 clients. The i5/OS operating system contains the program that listens and processes requests from these clients. The network consists of two separate domains, one that contains IPv4 clients exclusively and the other remote network that contains only IPv6 clients. The domain name of the system is myserver.myco.com. The server application uses the AF\_INET6 address family to process these incoming requests with the in6addr\_any specified on the bind() API call.

**Stages for server**.

* **Socket creation:**

int sockfd = socket(domain, type, protocol)

**sockfd:** socket descriptor, an integer (like a file-handle)  
**domain:** integer, communication domain e.g., AF\_INET (IPv4 protocol) , AF\_INET6 (IPv6 protocol)  
**type:** communication type  
SOCK\_STREAM: TCP(reliable, connection oriented)  
SOCK\_DGRAM: UDP(unreliable, connectionless)  
**protocol:** Protocol value for Internet Protocol(IP), which is 0. This is the same number which appears on protocol field in the IP header of a packet.(man protocols for more details)

* **Setsockopt:**
* int setsockopt(int sockfd, int level, int optname,

const void \*optval, socklen\_t optlen);

This helps in manipulating options for the socket referred by the file descriptor sockfd. This is completely optional, but it helps in reuse of address and port. Prevents error such as: “address already in use”.

* **Bind:**
* int bind(int sockfd, const struct sockaddr \*addr,

socklen\_t addrlen);

After creation of the socket, bind function binds the socket to the address and port number specified in addr(custom data structure). In the example code, we bind the server to the localhost, hence we use INADDR\_ANY to specify the IP address.

* **Listen:**

int listen(int sockfd, int backlog);

It puts the server socket in a passive mode, where it waits for the client to approach the server to make a connection. The backlog, defines the maximum length to which the queue of pending connections for sockfd may grow. If a connection request arrives when the queue is full, the client may receive an error with an indication of ECONNREFUSED.

* **Accept:**

int new\_socket= accept(int sockfd, struct sockaddr \*addr, socklen\_t \*addrlen);

It extracts the first connection request on the queue of pending connections for the listening socket, sockfd, creates a new connected socket, and returns a new file descriptor referring to that socket. At this point, connection is established between client and server, and they are ready to transfer data.

**Stages for Client**

* **Socket connection:** Exactly same as that of server’s socket creation
* **Connect:**
* int connect(int sockfd, const struct sockaddr \*addr,

socklen\_t addrlen);

The connect() system call connects the socket referred to by the file descriptor sockfd to the address specified by addr. Server’s address and port is specified in addr.

**Server.c**

// Server side C/C++ program to demonstrate Socket programming

#include <unistd.h>

#include <stdio.h>

#include <sys/socket.h>

#include <stdlib.h>

#include <netinet/in.h>

#include <string.h>

#define PORT 8080

int main(int argc, char const \*argv[])

{

int server\_fd, new\_socket, valread;

struct sockaddr\_in address;

int opt = 1;

int addrlen = sizeof(address);

char buffer[1024] = {0};

char \*hello = "Hello from server";

// Creating socket file descriptor

if ((server\_fd = socket(AF\_INET, SOCK\_STREAM, 0)) == 0)

{

perror("socket failed");

exit(EXIT\_FAILURE);

}

// Forcefully attaching socket to the port 8080

if (setsockopt(server\_fd, SOL\_SOCKET, SO\_REUSEADDR | SO\_REUSEPORT,

&opt, sizeof(opt)))

{

perror("setsockopt");

exit(EXIT\_FAILURE);

}

address.sin\_family = AF\_INET;

address.sin\_addr.s\_addr = INADDR\_ANY;

address.sin\_port = htons( PORT );

// Forcefully attaching socket to the port 8080

if (bind(server\_fd, (struct sockaddr \*)&address,

sizeof(address))<0)

{

perror("bind failed");

exit(EXIT\_FAILURE);

}

if (listen(server\_fd, 3) < 0)

{

perror("listen");

exit(EXIT\_FAILURE);

}

if ((new\_socket = accept(server\_fd, (struct sockaddr \*)&address,

(socklen\_t\*)&addrlen))<0)

{

perror("accept");

exit(EXIT\_FAILURE);

}

valread = read( new\_socket , buffer, 1024);

printf("%s\n",buffer );

send(new\_socket , hello , strlen(hello) , 0 );

printf("Hello message sent\n");

return 0;

}

**Client.C**

// Client side C/C++ program to demonstrate Socket programming

#include <stdio.h>

#include <sys/socket.h>

#include <stdlib.h>

#include <netinet/in.h>

#include <string.h>

#define PORT 8080

int main(int argc, char const \*argv[])

{

struct sockaddr\_in address;

int sock = 0, valread;

struct sockaddr\_in serv\_addr;

char \*hello = "Hello from client";

char buffer[1024] = {0};

if ((sock = socket(AF\_INET, SOCK\_STREAM, 0)) < 0)

{

printf("\n Socket creation error \n");

return -1;

}

memset(&serv\_addr, '0', sizeof(serv\_addr));

serv\_addr.sin\_family = AF\_INET;

serv\_addr.sin\_port = htons(PORT);

// Convert IPv4 and IPv6 addresses from text to binary form

if(inet\_pton(AF\_INET, "127.0.0.1", &serv\_addr.sin\_addr)<=0)

{

printf("\nInvalid address/ Address not supported \n");

return -1;

}

if (connect(sock, (struct sockaddr \*)&serv\_addr, sizeof(serv\_addr)) < 0)

{

printf("\nConnection Failed \n");

return -1;

}

send(sock , hello , strlen(hello) , 0 );

printf("Hello message sent\n");

valread = read( sock , buffer, 1024);

printf("%s\n",buffer );

return 0;

}

**Output:**

Client:Hello message sent

Hello from server

Server:Hello from client

Hello message sent

**State diagram for server and client model**
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### Elementary socket system calls

### socket

To do network I/O, the first thing a process must do is to call the **socket** system call, specifying the type of communication protocol desired.

#include <sys/types.h>

#include <sys/socket.h>

int socket(int *family*, int *type*, int *protocol*);

The *family* is one of

AF\_UNIX -- Unix internal protocols

AF\_INET -- Internet protocols

AF\_NS -- Xerox NS Protocols

AF\_IMPLINK -- IMP link layer

The AF\_ prefix stands for "address family." In the first project, we are going to use AF\_INET.  
  
The socket *type* is one of the following:

SOCK\_STREAM stream socket

SOCK\_DGRAM datagram socket

SOCK\_RAW raw socket

SOCK\_SEQPACKET sequenced packet socket

SOCK\_RDM reliably delivered message socket (not implemented yet)

The *protocol* argument to the socket system call is typically set to 0 for most user applications. The valid combinations are shown as follows.

|  |  |  |  |
| --- | --- | --- | --- |
| *family* | *type* | *protocol* | *Actual protocol* |
| AF\_INET | SOCK\_DGRAM | IPPROTO\_UDP | UDP |
| AF\_INET | SOCK\_STREAM | IPPROTO\_TCP | TCP |
| AF\_INET | SOCK\_RAW | IPPROTO\_ICMP | ICMP |
| AF\_INET | SOCK\_RAW | IPPROTO\_RAW | (raw) |

### bind

The **bind** system call assigns a name to an unnamed socket.

#include <sys/types.h>

#include <sys/socket.h>

int bind(int *sockfd*, struct sockaddr *\*myaddr*, int *addrlen*);

The first argument is the socket descriptor returned from **socket** system call. The second argument is a pointer to a protocol-specific address and the third argument is the size of this address. There are three uses of **bind**.

1. Servers register their well-known address with the system. It tells the system "this is my address and any messages received for this address are to be given to me." Both connection-oriented and connectionless servers need to do this before accepting client requests.
2. A client can register a specific address for itself.
3. A connectionless client needs to assure that the system assigns it some unique address, so that the other end (the server) has a valid return address to send its responses to. This corresponds to making certain an envelope has a valid return address, if we expect to get a reply from the person we sent the letter to.

### connect

A client process **connect**s a socket descriptor following the **socket** system call to establish a connection with a server.

#include <sys/types.h>

#include <sys/socket.h>

int connect(int *sockfd*, struct sockaddr *\*servaddr*, int *addrlen*);

The *sockfd* is a socket descriptor that was returned by the **socket** system call. The second and third arguments are a pointer to a socket address, and its size, as described earlier.   
For most connection-oriented protocols (TCP, for example), the **connect** system call results in the actual establishment of a connection between the local system and the foreign system.   
The **connect** system call does not return until the connection is established, or an error is returned to the process.   
The client does not have to **bind** a local address before calling **connect**. The connection typically causes these four elements of the association 5-tuple to be assigned: *local-addr*, *local-process*,*foreign-addr*, and *foreign-process*. In all the connection-oriented clients, we will let **connect** assign the local address.

### listen

This system call is used by a connection-oriented server to indicate that it is willing to receive connections.

#include <sys/types.h>

#include <sys/socket.h>

int listen(int *sockfd*, int *backlog*);

It is usually executed after both the **socket** and **bind** system calls, and immediately before the **accept** system call. The *backlog* argument specifies how many connection requests can be queued by the system while it waits for the server to execute the **accept** system call. This argument is usually specified as 5, the maximum value currently allowed.

### accept

After a connection-oriented server executes the **listen** system call described above, an actual connection from some client process is waited for by having the server execute the **accept** system call.

#include <sys/types.h>

#include <sys/socket.h>

int accept(int *sockfd*, struct sockaddr *\*peer*, int *\*addrlen*);

**accept** takes the first connection request on the queue and creates another socket with the same properties as *sockfd*. If there are no connection requests pending, this call blocks the caller until one arrives.   
The *peer* and *addrlen* arguments are used to return the address of the connected peer process (the client). *addrlen* is called a value-result argument: the caller sets its value before the system call, and the system call stores a result in the variable. For this system call the caller sets *addrlen* to the size of the **sockaddr** structure whose address is passed as the *peer* argument.

### send, sendto, recv and recvfrom

These system calls are similar to the standard **read** and **write** system calls, but additional arguments are required.

#include <sys/types.h>

#include <sys/socket.h>

int send(int *sockfd*, char *\*buff*, int *nbytes*, int *flags*);

int sendto(int *sockfd*, char *\*buff*, int *nbytes*, int *flags*, struct sockaddr *\*to*, int *addrlen*);

int recv(int *sockfd*, char *\*buff*, int *nbytes*, int *flags*);

int recvfrom(int *sockfd*, char *\*buff*, int *nbytes*, int *flags*, struct sockaddr *\*from*, int *\*addrlen*);

The first three arguments, *sockfd*, *buff*, and *nbytes*, to the four system calls are similar to the first three arguments for **read** and **write**. The *flags* argument can be safely set to zero ignoring the details for it. The *to* argument for **sendto** specifies the protocol-specific address of where the data is to be sent. Since this address is protocol-specific, its length must be specified by *addrlen*. The**recvfrom** system call fills in the protocol-specific address of who sent the data into *from*. The length of this address is also returned to the caller in *addrlen*. Note that the final argument to **sendto**is an integer value, while the final argument to **recvfrom** is a pointer to an integer value.

### close

The normal Unix **close** system call is also used to close a socket.

int close(int *fd*);

If the socket being closed is associated with a protocol that promises reliable delivery (e.g., TCP or SPP), the system must assure that any data within the kernel that still has to be transmitted or acknowledged, is sent. Normally, the system returns from the **close** immediately, but the kernel still tries to send any data already queued.